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ABSTRACT

When novice programmers begin programming, they face many problems due to the lack of programming experience. Integrated Development Environments are used as a way to help novices become more effective at learning to program. The question is whether or not such an environment is more effective when compared to a command line/console environment. Therefore, this study tried to address this question by performing interviews with students who were using these environments.

This study was composed of two groups of undergraduate students who were taking courses in Computer Science. Group one consisted of students who were involved in a course sequence beginning with the Microsoft Visual Studio IDE, then a command line environment for the last course in the sequence. The second group started programming with a command line environment. Interviews were conducted with both groups in order to gain information about these environments. The information retrieved showed that the Microsoft Visual Studio IDE is favored based on the students’ responses to the questions. However, there was not enough significant differences amongst the results to say that an IDE in general is better than a command line environment. It was the intent that this information provided not only background information but also served as potential foundational evidence for determining which environment may be more suitable for novice programmers to use for programming. This information will also be used as a basis for further research and studies in this area.
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1. INTRODUCTION

In the field of Computer Science, first year students are expected to learn and master the skill of programming in order to be successful. However, lack of basic programming skills has intimidated many students and in many cases driven some of them away from Computer Science. In an attempt to improve confidence in these students, many Computer Science departments have adopted Integrated Development Environments (IDEs), instead of command line environments, because of their user-friendly design. The main question or hypothesis was whether an IDE is actually a better learning environment compared to a command Line/console for novice programmers to use. The intent of this study was to explore which environment was potentially better suited for introductory programming courses. This study was conducted by comparing an IDE, Microsoft Development Studio, used as a teaching environment to a Linux programmers’ editor (vi/vim) and command line interaction. The goal was to draw preliminary conclusions about the relative advantages and disadvantages of IDEs and command line environments as introductory teaching environments.
1.1. Thesis Outline

A literature review is provided in Chapter 2. It discusses the issues novice programmers face while programming, the Integrated Development Environment and the editor/command line/console environment, and the characteristics of the Python and C++ language. Chapter 3 gives an outline of the study performed in which interviews and surveys were conducted with students who have used one or both programming environments. Chapter 4 shows the results of this study in the form of qualitative and quantitative data. Chapter 5 provides an analysis and discussion about the data extracted from these interviews. Chapter 6 gives potential threats to validity that are seen from this study. Chapter 7 lays out the future work for this study while Chapter 8 gives the conclusion.
2. LITERATURE REVIEW

This literature review provides a background composed of various studies and research related to this study. It consists of four topics: *Novice and their Issues with Programming*, *Integrated Development Environments, Editor/Command Line/Console Environments*, and *Python vs. C++*. The first topic talks about problems that novices typically face when learning how to program. This topic is broken down into six components: *Novice Behavior in Learning the Fundamentals of Programming*, *Mental Representation of Novices vs. Expert Programmers*, *Expected Programming Skills that Novices are to Develop*, *Identifying Common Programming Errors that Novices Tend to Make*, *Novice Behavior in Other Programming Languages*, and *Past Indications of Programming Errors made by Novices*. It is important to understand other possible issues that could be a factor for novices learning to program in addition to studying suitable learning environments that could be helpful for them.

The topic concerning Integrated Development Environments discusses their functionality as well as advantages. The Editor/Command Line/Console topic focuses on the behavior of the command line environment and its capabilities. The final topic, Python vs. C++, expounds on the characteristics of both languages. Since both languages are involved in the study, there is background information provided for both. These languages are also compared together in order to show relative advantages and disadvantages of each. This topic consists of three components: *Characteristics of Python*, *Characteristics of C++* and *Comparing Python and C++*. 
2.1. Novices and their Issues with Programming

2.1.1. Ideal Problems that Novices Encounter when Programming

Many beginning computer science majors often struggle with learning the fundamentals of programming and problem solving techniques. A reason that they have a difficult time is because they do not understand the errors that they retrieve from the compiler. For example, some argue that the error messages are so “cryptic” to programmers that they have a difficult time just trying to figure out the errors that they made [1]. Another critical factor is not being able to comprehend a program. This is important for many reasons: it allows programmers to be more effective at completing other tasks in a program [3], it is very helpful for novices to be successful at debugging a program [4, 5, 6], and it is crucial for them to be able to extract necessary information from a snippet of code in order to make any intended modifications to a program [7].

2.1.2. Mental Representation of Novices vs Expert Programmers

In many cases, novice programmers are not thinking in the same way as expert programmers when dealing with code; their mental representation on how to approach a program differs. When Adelson compared novice and expert behavior, she concluded that novices tend to develop a mental representation that consists of concrete information, while experts develop a mental model consisting of functional information [8]. Wiedenbeck and Fix listed five abstract
characteristics of an expert's mental representation: being hierarchical and multi-layered in their thinking process, explicit mappings between different layers, recognition of basic programming patterns, being well connected internally, and being well grounded in the program text [3]. To explore these characteristics, these researchers performed a study where twenty novices and twenty expert programmers studied a 135 line Pascal program and were tested on their comprehension. There were eleven questions asked covering all five abstract characteristics. The experts scored higher on all five characteristics. This result suggests that developing these five abstract characteristics should aid a novice programmer’s success in programming. The relevance between novices mastering these abstract characteristics for programming and the programming environments is based on which environment can be helpful in aiding these programmers with developing such characteristics.

2.1.3. Expected Programming Skills that Novices are to Develop

It is nearly a universal requirement for first year computer science majors to develop the knowledge of problem solving so that each student will learn how to generate correct executable programs and maintain these skills by the completion of their introductory courses. A multinational study of first-year CS students’ programming skills showed that first year students needed to learn and utilize the following procedure while solving problems through computation: abstract the problem from its description, generate sub-problems, transform sub-problems into sub-solutions, re-compose the sub-solutions into a working program, and evaluate and iterate. Unfortunately, this expectation is not being met for the most part. To explain why this is so, the authors studied 217 first year students at several universities by creating three programming exercises for them to solve. Each exercise dealt with arithmetic expressions with varying
difficulties for each exercise based on execution, verification, validation, and style. The overall average score was 22.9 out of a possible 110 points, meaning that first year students still lack the needed programming skills at the completion of their introductory courses [2]. Therefore, there is a concern of whether first year students can master these problem solving skills and can a programming environment be helpful with this.

2.1.4. Identifying Common Programming Errors that Novices Tend to Make

There are generally two kinds of errors made while programming: syntax and semantic errors. Syntax errors are errors in a sequence of characters or tokens written in a particular programming language. These errors are typically made by the programmer who violates the grammar of the language and are detected by the compiler. Semantic errors (logic errors) are bugs that occur in a program that are not seen as errors by the compiler in many cases, but cause the program to run incorrectly based on poor logic.

Novice programmers are very likely to produce syntax errors in any programming language. In Java for example, some of the common syntax errors that are made by young programmers are [1, 9, 10]:

- undefined variable
- missing a semicolon
- misuse of curly braces, parenthesis, and/or quotations
- inappropriate file name
- failure to initialize a variable before trying to use it
- confusing the assignment operator = with the comparison operator ==
- invoking methods with improper arguments
- misusing the greater than or equal to and the less than or equal to operators (>= and <=), and
- using keywords as method names and/or variable names.
Here are some messages that a Java compiler would show on a syntax error [9]:

- cannot resolve symbol
- illegal start of expression
- class or interface expected
- incompatible types
- not a statement, and
- missing return.

Some semantic/logical errors made are [1]:

- invoking class method(s) on an object directly
- improper casting of a variable
- using a non-void method as a void method when a return value is required
- failure to use methods with parameters correctly, and
- class is considered abstract due to missing function(s).

In addition, there were resources that were used to generate a common list of errors made by novices in Java which came from viable sources such as computer science professors throughout the nation, and the Special Interest Group on Computer Science Education (SIGCSE), as well as teaching assistants, professors from the researchers’ respective universities or academies, and actual observations done on the students' performance on assignments [1], [9], and [10].

However, one paper expounds on the discrepancies between what the instructors noticed as common errors and the actual errors being made by the students [9]. This paper shows a study performed at the United States Military Academy where all freshmen are required to take an introductory programming course. In this course, a Java IDE is used to store information about errors detected in compilation and each error is stored in a database. Comparing the identification of errors made by the faculty members to the errors detected from the experiment, the results indicated that the instructors were only 50% correct about what they saw as common
errors and the actual errors that were being made. Therefore, questions remain open about the discrepancy gap between what instructors see and the actual errors generated. Is this discrepancy common in classrooms? If so, can this gap be narrowed or removed entirely? Would eliminating the discrepancy gap improve the success for novice programmers in Java or any other language? Spohrer and Soloway said that what educators “knew” about novice programmers was primarily a “folklore,” meaning what they saw as typical errors made by novices were based on their own experiences when they first started programming [12, 14]. These two authors stated “the more we know about what students know, the better we can teach them” [12]. This discrepancy could be greatly reduced if this philosophy is adopted by each instructor in introductory programming courses.

Many integrated development environments have many benefits to help the programmer from making the typical errors seen in this section. For example, some IDEs are able to underline errors that are being made while the programmer is typing. This can potentially help a user, especially a novice, to learn and understand those errors and what to do in the future to avoid them. Another benefit that IDEs offer to prevent common syntax errors is syntax highlighting where keywords, comments, methods, functions, etc. are highlighted in particular as a way for a programmer to avoid common errors such as cannot resolve symbol, illegal start of expression, or class or interface expected. Some IDEs are also able to provide popup windows with possible methods while the programmer is typing to help them figure out the appropriate method that is needed for their program without using invalid methods or invoking methods with improper arguments.
2.1.5. Novice Behavior in Other Programming Languages

McIver [14] performed a study of 26 first year students who had never done any programming and were about to take an introductory computer science course. These students were placed into two separate groups where one group learned to program in LOGO and the other group programmed in GRAIL. Both groups were given the same exercises to perform in their respective languages. Even though both groups exhibited different kinds of errors while programming, the error tendencies for the group using GRAIL were much lower than the group using LOGO. The average number of syntax errors for LOGO was 31.08 while GRAIL only had an average of 13.62 ($p < 0.01$). The means for logic errors were much closer but still showed that the group using LOGO made more errors (17.77) than GRAIL (9.54, $p < 0.01$). McIver noted that three students who programmed in GRAIL went on to solve advanced problems beyond the course syllabus while there were no LOGO students who decided to do the same. This study addresses the notion of whether or not certain languages are better than others for teaching introductory programming classes, which has also been a subject of ongoing research, debate, and study. Similarly, the study at hand involves two different languages: C++ and Python.

2.1.6. Past Indications of Programming Errors made by Novices

This problem of identifying common errors by novice programmers has been researched for some time now. For example, in 1976 a study was done at Auburn University by Chabert and Higginbotham investigating errors made by novices using assembly language [11]. In this study, two classes were studied to see the kinds of errors that would be made while programming. Generally both courses were taken by students who had no previous experience with assembly languages. The kinds of errors that were found were undefined symbols, addressability errors,
invalid delimiters, invalid syntax, incorrect specifications of register or mask field, invalid op
codes, undefined operation codes, invalid displacement, and end of data on input [11]. Even
though there is a significant amount of difference between assembly language and currently used
languages like Java, some of the errors encountered by novices then are identical to the errors
seen now.

Another early study of novices' errors or misconceptions comes from Bayman and Mayer
in 1983 at the University of California-Santa Barbara [13]. This study allowed 30 undergraduate
students who had no experience with programming to learn the BASIC language on an Apple II
computer. After the completion of the course, the students were given a test of nine statements.
Their task was to write out the steps that the computer would perform for each statement.
Overall, the students had trouble with: input, flow of control, assignments, and output [13].
2.2. Integrated Development Environments

Since programming is a critical expectation in the field of Computer Science [2], it is necessary to study effective ways to help novice programmers improve their skills through finding more suitable programming environments. There are several specialized environments known as Integrated Development Environments (IDEs) that have been created to aid programmers in developing code. A typical IDE contains a text editor and a built-in compiler or interpreter. More advanced IDEs may have a built-in debugger [22]. Many IDEs help reduce the errors generated by programmers through text editors that analyze the syntax of the code as it is being written. These environments are also helpful in formatting the code to look neat automatically. When compiling or executing a program through the use of an IDE, the user may click on a “compile” or “run” button that is typically provided as a menu option rather than using a command line interface [23]. In many cases, an integrated development environment makes programming much easier for users. Typically, integrated development environments come in two different categories: pedagogical or professional.

Pedagogical IDEs are integrated development environments built specifically for beginner programmers to help them learn to program. These kinds of environments are simple because they lack many features. For example, Dr. Java, a pedagogical Java IDE, has restrictions on its behavior in order to keep its interface very simple. This tool does not offer plug-in architecture, the ability to complete code for the programmer, access for navigating, or program refactoring options [23]. The main reason for such IDEs being this simple is so that these
environments can appeal to the novice programmer. Typically, pedagogical IDEs are considered “half-strength” because they are intended to be used for smaller projects [24]. These environments generally attempt to reduce the underlying complexities of programming from inexperienced programmers by its great ease of use. In addition, pedagogical IDEs are created to meet the specific requirements seen in introductory programming courses. For example, BlueJ and Dr. Java, pedagogical IDEs for Java, are much smaller than professional Java IDEs such as Eclipse and NetBeans.

Professional IDEs on the other hand are rich in features, but their complexity may be too much for a novice programmer to handle. They are considered “full-strength” because of their many features [24]. Despite their complex behavior, these IDEs offer programmers the opportunity to write code more quickly and with greater quality. An example of an IDE with such available traits is Eclipse. This Java IDE is productive as well as efficient for the development of Java programs. Some of the benefits that Eclipse provides to the programmer are [25]:

- syntax highlighting for keywords
- code auto-completion for variables and predefined methods
- code assistant that gives method hints
- packages importing
- wizards to eliminate manual repeated typing for classes, methods, constructors, etc.
- a package-class hierarchy view and a class fields and methods outline view (makes it easier for the programmer to navigate without dealing with implementation details)
- javadoc documents
- user preference on indentation, color, fonts, general project/class comments, etc.

In some cases, professional IDEs can enable plug-ins from other sources that will cause a modification to these environments in order to make them more suitable to the novice user.
Pedagogical systems like Dr. Java and Gild have either been plugged into or compared to the Eclipse environment in order to cater to novice programmers [26, 23].
2.3. Editor/Command Line/Console Environments

Besides using an IDE, an alternative environment is the command line. A key difference in using such an environment versus an IDE is that the programmer may have to use an independent editor to write a program then compile and execute the program from the command line. For example, if a programmer is programming in Java on the Windows platform, Notepad and other editors like UltraEdit [28] are available for writing applications and the command prompt is used as the command line to compile and execute the application. On Linux and Unix operating systems, the command line is considered more of a shell or console that behaves as an interpreter because it retrieves commands from the user in order to perform specific tasks [27]. This behavior reveals another difference in the command line/console which is that it does not provide graphical operations or a Windows-Icon-Mouse-Pointer (WIMP) interface [27] for the programmer like IDEs do. This style of programming forces a programmer to develop an understanding of using the command line by providing inputs in order to achieve a desired output.

To provide an example of how to program using the command line environment, let’s say that a programmer is writing a simple Java program called *HelloWorld* using the Windows platform. The programmer uses Notepad to write the application and the Command Prompt to compile and eventually execute the program to achieve the output. In order to compile the HelloWorld application, the programmer will have to type the command: `javac HelloWorld.java`
and to execute: `java HelloWorld`. Figures 1 and 2 illustrate how programming differs between the command line environment and an IDE:

HelloWorld Application

Figure 1: Command Line Environment (using Windows platform)
There are cases where the command line/console environment can be more useful than the IDE. For example, the command line/console environment is very useful when the platform being used has no way of displaying a graphical user interface. It is also beneficial for those applications where an advanced graphical user interface is not necessary. When dealing with web-related software, the command line/console environment is also great to use because many of the back ends to the web software are a collection of command line utilities [29].

Figure 2: Hello World Application using an Integrated Development Environment (JCreator)
2.4. Python vs C++

2.4.1. Characteristics of Python

The language of Python was developed by Guido van Rossum at the National Institute for Mathematics and Computer Science in the Netherlands during the late 1980s. This language in many cases is used as a scripting language and is similar to other scripting languages such as Perl, Tcl, and Ruby. The characteristics that make Python different from such scripting languages are [20]:

- clear and readable syntax
- object orientation that is intuitive
- the procedural code is naturally expressed
- full modularity
- has exception-based error handling
- high level and dynamic data types
- extensive standard libraries
- extensions and modules that can be written in C, C++, and Java
- can be embedded in applications in the form of a scripting language

General benefits that Python has to offer to users are its simplicity and safe usage. It can be utilized with languages that are object-oriented, and can be fun to use. Python’s simple format makes it easier for users to learn. Python is also safe to use because it provides a garbage collection to prevent memory leaks or dangling pointers thus making it unlikely for the user to get a logical segmentation error. Even though Python is mainly a scripting language, it can also take on the role of being object-oriented by allowing typical object-oriented coding schemes.
In addition, Python offers an interactive interpreter. This interpreter can allow students to execute (interpret) fragments of a program. This helps students be more effective in pointing out errors or possible bugs that are in the program because it will execute until an error is detected. This is better for the novice than having a program that will not compile at all [16].

Although Python is a powerful scripting language, along with other scripting languages, it has some drawbacks. Generally, scripting languages are not as efficient as system languages at compiling and executing programs because they tend to take longer in processing. Another concern is that students will most likely still have to learn a system language because scripting languages are mainly complementary and are not broad enough to replace system languages [16]. Python’s benefits are strong enough for it to be used in introductory programming classes, but it may still lack the tools needed to be used in an advanced programming course.

Despite some of its drawbacks, the popularity of Python is increasing and it is widely used. It’s a simple but powerful language that can be used as a scripting or an object-oriented language. Python can also complement other languages by being plugged into languages that are system based. Example platforms that users can run Python include: Windows, MacOS, Linux, Unix, and BeOS [18].

2.4.2. Characteristics of C++

The language of C++ was developed in 1979 by Bjarne Stroustrup as an enhancement to the C language [20]. Stroustrup calls the language “a better C” because it is built to provide better support to the C language and its programming styles [21]. Primarily, C++ takes on various behaviors that C encapsulates. Characteristics that are seen in the C++ language are [21]:
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• checking and coercion of argument types
• inline functions
• constants that are scoped and typed
• number of arguments that vary
• declarations as statements
• data abstraction support
• initialization and cleanup
• free store operators
• operator overloading
• coercions
• derived classes
• virtual functions
• visibility control

The benefits and advantages that C++ gives to programmers include user defined types, encapsulation, separation of interface from implementation, composition, inheritance, and run-time polymorphism [15]. C++ contains all the necessary components to support object-oriented programming. A significant advantage that C++ offers is efficiency; it is even more efficient than its predecessor, C, in many cases.

Since C++ heavily depends on object-oriented behavior, it is critically important that a programmer is well acquainted with object-oriented programming in order to be productive at this language [15]. For a novice to be great at the C++ language, one major task that he/she must understand is that C++ is not a “pure” object-oriented language because it allows data and code to be used outside its class structure [15]. Another obstacle is knowing how to manipulate constructor and destructor functions. Even experienced programmers are sometimes tripped up by the functions being invoked without any explicit function calls [15]. A third issue is adjusting
to the idea that C++, in many cases, does not indicate the appropriate classes or other mechanisms that need to be externally included [15]. A broader factor that novices need to be concerned about is how intimidating C++ looks. Its appearance alone has the tendency to discourage many students [17]. Therefore, C++ is a very rich and efficient object-oriented programming language but its complexity may be an issue for students in introductory programming courses.

2.4.3. Comparing Python and C++

When comparing the two languages, C++ is more object-oriented while Python is considered more interpreted and interactive. Generally, C++ has been labeled as one of the more complex languages to learn because of its formality. Python on the other hand uses simplicity and its programming format looks more like the English language. Python also uses simpler syntax and semantics that allow students to create more advanced programs with less implementation effort [18]. It has been suggested that Python has the potential to be a great language for introductory classes [16, 18].

A study was conducted in the School of Computing at the University of Leeds using Python in an introductory programming course during the 2002 - 2003 school year [16]. Three hundred students from a diverse range of degree programs along with different levels of experience took this twenty week course. The students learned Python during the first seven weeks and moved on to C++ for the following seven weeks. The results from this study showed that while learning Python most students were able to write simple programs pretty quickly. Many of them were also inspired to experiment with other features within this language. On the
other hand, the students felt that C++ was more complicated. More studies were performed on a sample group of students from this population, based on learning the material covered in C++ with Python. It became apparent that it was easier to learn Python's version of the material because less amount of teaching was needed. The students’ attitude at the end of this course indicated that they favored the use of Python more than C++ [16]. Generally, scripting languages are more favorable to programmers than languages that are primarily object-oriented because of the significantly smaller amount of code needed to develop projects. Due to its high-level syntax and the ability to use a smaller amount of code in programs, errors are less likely to occur in a scripting language which is a positive benefit for novices.
2.5. Summary

This chapter provided background information about the behavior of novices in programming, the general usage of the IDE and command line environment, and the advantages/disadvantages of using Python and C++ languages. Novices in some cases struggle with understanding the fundamentals of programming. One particular reason is that their mental model for writing a program is different from that of an expert. This and other factors show why novices make various kinds of errors that are normally avoided by experienced programmers.

When using certain environments to write a program, a command line environment requires a programmer to use various commands as part of the procedure for programming while using a compiler independent of the editor. Integrated development environments provide user friendly tools to help programmers produce code in an efficient manner. Pedagogical IDEs in particular help novices with their ability to program in the language that is being used. Some languages are simple to use when compared to others. The scripting language, Python, uses simple syntax that is close to the English language. C++ on the other hand is more object oriented and in many cases is considered one of the more complex languages to learn because of its format.
3. STUDY

This chapter discusses the interviews and surveys done to obtain information from using both environments. It was the intent that this study would give more insight about these environments and set the background for further research in the future. The Computer Science Department has decided to change the introductory sequence for CS majors. Originally, the students were required to take the course sequence: CS 114, 124, and 325. CS 114 and 124 taught the C++ language using the IDE, Microsoft Visual Studio. CS 325 also taught the Java language but with a command line environment on the Linux platform. During the Spring 2009 semester, the department offered CS 150, which is the first course of the new sequence. This course taught the Python language with a command line environment on the Linux platform. This study allowed for interviews to be conducted with a sample of students who either have completed or are about to complete the original course sequence along with surveys for students who were enrolled in the new introductory course. The purpose for this information was to attempt to address the question of whether one environment helped students with grasping basic programming skills over the other.
3.1. Interviews: Original Sequence (CS 114, 124, and 325)

An email was issued out to the students who were taking CS 325 and/or 357 with no incentive being involved. There were ten students who agreed to participate in an interview which lasted fifteen to twenty minutes on average; one of these students was interviewed differently from the other students because this particular student also served as a mentor for the students in the new sequence. It was expected that this student would most likely have further insights about these environments than the other students. Therefore, some of the results seen in Chapter 4 will only consist of nine responses. These interviews took place in Houser Hall.

The students were asked various questions concerning their experience with using both an IDE and a command line. As stated earlier, these students learned the C++ language on the Microsoft Visual Studio environment. After the completion of the first two courses, they then begin learning Java in a command line environment on the Linux platform. It was the intent that these questions would successfully provide information about the advantages and disadvantages of both environments. The questions used for these interviews can be seen in Appendix A.
3.1.1. Participants: Original Sequence (CS 114, 124, and 325)

The participants in these interviews consisted of students who were currently taking CS 325 (students who were about to complete the course sequence) or were taking CS 357 (students who have finished the course sequence); there were a couple of students who were taking both courses in the same semester. These students were mainly Computer Science majors with the exception of a couple of students. Table 1 shows demographic information about each of the participants. It was the intent to get a well diverse group of students to participate in these interviews. However, most of the respondents were Caucasian male students, a sample that is fairly representative of the student population in those classes.

<table>
<thead>
<tr>
<th>Student ID</th>
<th>Gender</th>
<th>Age</th>
<th>Ethnic Background</th>
<th>Major</th>
<th>Current CS class</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID #1</td>
<td>Male</td>
<td>21</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 357</td>
</tr>
<tr>
<td>ID #2</td>
<td>Male</td>
<td>22</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 325 and 357</td>
</tr>
<tr>
<td>ID #3</td>
<td>Male</td>
<td>19</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 357</td>
</tr>
<tr>
<td>ID #4</td>
<td>Male</td>
<td>19</td>
<td>Caucasian</td>
<td>Finance</td>
<td>CS 325</td>
</tr>
<tr>
<td>ID #5</td>
<td>Male</td>
<td>20</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 325 and 357</td>
</tr>
<tr>
<td>ID #6</td>
<td>Female</td>
<td>20</td>
<td>African American</td>
<td>CS</td>
<td>CS 325</td>
</tr>
<tr>
<td>ID #7</td>
<td>Female</td>
<td>21</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 357</td>
</tr>
<tr>
<td>ID #8</td>
<td>Male</td>
<td>23</td>
<td>Caucasian</td>
<td>MIS</td>
<td>CS 325</td>
</tr>
<tr>
<td>ID #9</td>
<td>Male</td>
<td>27</td>
<td>Caucasian</td>
<td>CS/Mathematics</td>
<td>CS 325</td>
</tr>
<tr>
<td>ID #10</td>
<td>Male</td>
<td>20</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 357</td>
</tr>
</tbody>
</table>
3.2. Discussion and Survey: First Course of New Sequence (CS 150)

For the students in CS 150, a focus group discussion was conducted. There were a total of thirteen students who participated in this discussion. One of the professors in the department, who did not teach this course, was the primary facilitator for the discussion which took place in room 112 of Houser Hall. The questions were related to the format of the course along with the students’ experience in using the command line environment. The discussion lasted for about two hours. At the end of the discussion, the students received a questionnaire that asked them to provide more detailed information about the command line environment in addition to learning the Python language. The information that these students provided on the questionnaire represents the data shown throughout Chapter 4. This questionnaire is provided in Appendix B.

3.2.1. Participants: First Course of New Sequence (CS 150)

The participants were from a variety of fields: Computer Science, Mathematics/Math Education, Management Information Systems, Electrical and Computing Engineering, International Business, and Biology. This group was very diverse; there were seven males and six females (eleven Caucasian and two Non-Caucasian students). Table 2 provides demographic information about the thirteen participants involved in the focus group. (Note: a few students did not provide all their background information, therefore that information is noted as N/A in the table).
<table>
<thead>
<tr>
<th>Student</th>
<th>Gender</th>
<th>Age</th>
<th>Ethnic Background</th>
<th>Major</th>
<th>Current CS class</th>
</tr>
</thead>
<tbody>
<tr>
<td>ID #11</td>
<td>Male</td>
<td>19</td>
<td>N/A</td>
<td>N/A</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #12</td>
<td>Female</td>
<td>N/A</td>
<td>Caucasian</td>
<td>MIS</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #13</td>
<td>Female</td>
<td>22</td>
<td>Caucasian</td>
<td>Biology</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #14</td>
<td>Male</td>
<td>19</td>
<td>Caucasian</td>
<td>International Business</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #15</td>
<td>Male</td>
<td>21</td>
<td>Caucasian</td>
<td>MIS</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #16</td>
<td>Female</td>
<td>20</td>
<td>Caucasian</td>
<td>MIS</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #17</td>
<td>Female</td>
<td>21</td>
<td>Caucasian</td>
<td>CS</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #18</td>
<td>Female</td>
<td>22</td>
<td>Caucasian</td>
<td>Math Education</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #19</td>
<td>Female</td>
<td>19</td>
<td>N/A</td>
<td>MIS</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #20</td>
<td>Male</td>
<td>19</td>
<td>N/A</td>
<td>ECE</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #21</td>
<td>Male</td>
<td>18</td>
<td>Caucasian</td>
<td>MIS</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #22</td>
<td>Male</td>
<td>20</td>
<td>Caucasian</td>
<td>Mathematics</td>
<td>CS 150</td>
</tr>
<tr>
<td>ID #23</td>
<td>Male</td>
<td>23</td>
<td>Caucasian</td>
<td>MIS</td>
<td>CS 150</td>
</tr>
</tbody>
</table>
4. RESULTS

This chapter looks at the data retrieved from the interviews and surveys conducted on students from the original course sequence and CS 150. The data provided throughout this chapter is analyzed either qualitatively or quantitatively. Section 4.1 discusses any programming experience that both groups of students possess prior to taking their introductory course. The next section looks at the students’ initial response when being exposed to these environments. Section 4.3 focuses on the level of comfort each student had with their respective environment, which also consist of a subsection that talks about the amount of time it took for them to become comfortable with the environment. The fourth and fifth section compares the easiest as well as hardest attributes about Microsoft Visual Studio and the command line in Linux respectively. Section 4.6 gives statistical ratings about the programming languages used for these environments. The seventh section mainly focuses on the students who took the original course sequence since they were exposed to both environments. This section consists of three subsections that go into detail about: the easiest/hardest things about their transition from one environment to the other, which environment is their favorite to use, and which environment is the most efficient for programming. The final section, 4.8, looks at information given by one student who not only has taken the original sequence but also served as a student mentor for CS 150 students.
4.1. Programming Experience

This section provides information about whether the both groups of students had programming experience prior to taking their respective introductory courses. Out of the ten participants who took CS 114, six of them (60%) actually had prior experience in programming. The students in CS 150 had seven (~54%) to have prior experience with programming. Figure 3 shows a bar graph of this information. After a chi-square analysis was performed on these results where the calculated $\chi^2 = 0.205$, $df = 1$, $\alpha = 0.05$, and the critical value is 3.481, the distribution between these samples were not significantly different.

![Figure 3: Programming Experience Prior to CS 114/CS 150](image-url)
For the six students who took CS 114 who had prior experience in programming, these environments and languages consisted of: TI Calculator, C++ (two students), Java, Visual Basic, C and Pocket C; the seven students from CS 150 had experience with: Sway (two students), Java(JGrasp), Html, JavaScript, C++ (three students), Python, and TI Basic.
4.2. Initial Response to Environments

These students were asked about their initial responses to their environment. For the nine students from CS 114 who provided a response, seven (~78%) had a positive response to Microsoft Visual Studio while two (~22%) had either a fair or negative response. Out of the thirteen respondents for CS 150, six students (~46%) had a positive response to the command line while the remaining seven (~54%) had either a fair or negative response. There was only one student from the CS 150 sample who was a Computer Science major. This student in particular was one of the seven that gave a fair/negative initial response about using the command line environment. Figure 4 represents the responses made by the students for their respective environment. After a chi-square analysis was performed on these results where the calculated $\chi^2 = 7.66$, $df = 1$, $\alpha = 0.05$, and the critical value is 3.841, there was a significant difference between the distribution of both samples.

![Figure 4: Initial Response from the Environments](image)
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4.3. Level of Comfort with the Environments

The level of comfort the students had with their respective environment was defined by the following categories: not comfortable, fairly comfortable, or very comfortable. There were cases where some of the students literally stated that they were “not comfortable,” “very comfortable,” etc. Other students’ responses were interpreted and categorized by the researcher.

The students who took CS 114 were either very comfortable with using Microsoft Visual Studio or fairly comfortable. Seven out of the ten were very comfortable while the remaining three were fairly comfortable. Five students in CS 150 were very comfortable with the command line environment in Linux; six were fairly comfortable and two were uncomfortable. Figure 5 displays these results. After a chi-square analysis was performed on these results where the calculated $\chi^2 = 4.85$, $df = 2$, $\alpha = 0.05$ with the critical value being 5.991, the distribution between both groups were not significantly different.

![Figure 5: Students’ Level of Comfort with Their Respective Environment](image-url)
A proposed threat to validity was possible from these results. The students who took CS 114 were now taking higher-level courses and had already gained further experience with using Microsoft Visual Studio (particularly in CS 124). After multiple semesters of using this environment, it seems obvious that these students should be fairly comfortable with using Microsoft Visual Studio.

4.3.1. Length of Time it took to get comfortable with the environments

To measure the amount of time it took both groups to become comfortable with their respective environment, the responses was placed into either of the two categories: one month or less or more than one month. Seven out of nine students from the original sequence became comfortable with Microsoft Visual Studio within a month’s period. Their actual responses were:

- The first project (two students)
- A couple of weeks
- After understanding how to compile and execute a program
- After one month (three students)

The remaining two students fell into the category of more than one month because they became comfortable either halfway through the semester or toward the end of the semester (this student took CS 114 during the summer).

The information from the students in CS 150 showed that nine out of the thirteen students became comfortable with the command line environment within a month’s period. These students stated that the amount of time it took for them to learn and understand the environment was:
One to three weeks (five students)
Not long at all (three students)
After the second class

The remaining four on the other hand were placed into the more than one month category. Their response indicated that it took:

- Very long
- Two to three months
- Majority of the semester
- The entire semester

The two students who were not comfortable at all with the command line environment stated that they it took them very long or the entire semester. After a chi-square analysis was performed on these results where \( \chi^2 = .537, df = 1, \alpha = 0.05 \), with the critical value being 3.841, the distribution between both groups were not significantly different.
4.4. Microsoft Visual Studio: Easiest/Hardest attributes

This section provides information about what the students who took CS 114 perceived as easy as well as difficult about using Microsoft Visual Studio. When asked the easiest things about using Microsoft Visual Studio the students stated:

- Syntax Highlighting (two students)
- Provided feedback about the program (one student)
- Code Layout (four students)
- Easy to manage projects (two students)
- Compiling and executing a program with just a click (four students)
- Easy interface (one student)
- Debugging (two students)
- File uploading (one student)
- Error detection (one student)

When asked about the hardest of using Microsoft Visual Studio, the students stated:

- Nothing (one student)
- Placing files in the correct location in order to compile a program (one student)
- Understanding exception messages (one student)
- Debugger was not clear (very sensitive to errors) (three students)
• Understanding the errors detected by the compiler (one student)

• It took a while to find everything the environment had to offer (one student)
4.5. Command Line Environment: Easiest/Hardest attributes

This section provides information about what the students from CS 150 believed to be easy as well as difficult when using the command line environment in Linux. When asked about the easiest things of the command line environment, the students stated:

- Easy to understand (four students)
- Using macros from the keyboard to invoke commands onto the command line (one student)
- Lightweight environment (one student)
- Error Messaging (one student)

When asked about the hardest things about the environment, the students responded by saying:

- Adapting to the environment (two students)
- Learning skills on their own (teaching themselves) (one student)
- Switching between Linux and Windows (one student)
- Knowing short cuts through this environment (one student)
- Not being able to use a mouse (one student)
- Error messages were sometimes cryptic (one student)
- Remembering all the commands in the environment (one student)

Note: Some of the responses given fell into the same category as other responses; a couple of students did not provide a response to these questions.
4.6. Python vs. C++ (Statistical Ratings)

As part of the interview, the students were asked to rate on a scale of 1-10 (1 being the lowest, 10 being the highest) their programming skills in their respective language. This data give potential information about whether the environments may have an influence on the ratings given. However, there was a possible threat to validity because the students who took CS 114 have had multiple semesters of the C++ language while the CS 150 students only had one semester. To look at the significance of comparing the two groups and how they rated their skills in the languages respectively, a two-sample $t$ test was performed. The averages were computed from the ratings given from both groups in order to perform the test. The average rating given by students who used C++ was a 6.94; the CS 150 students gave an average of 5.23. By using an alpha value of 0.05 (95% confidence interval), the results indicated that these averages, with a p-value of 0.016, were significant. Figure 11 shows an individual value graph plot of these results.

![Individual Value Plot of Python (CS 150), C++ (CS 114)](image)

Figure 6: Skill Ratings for the Languages of Python and C++
4.7. Data Concerning Students who took the Original Course Sequence

The next sections, Section 4.7.1, 4.7.2, and 4.7.3 focus only on the students who took the original course sequence since they have experience with using both environments. Section 4.7.1 explores how well these students transitioned from Microsoft Visual Studio to the command line environment in Linux. In Section 4.7.2, the students are asked about their favorite environment to use when programming and the reasons that led them to make their decision. Section 4.7.3 looks at what the students saw to be the more efficient environment to use.

4.7.1. Transition Between Environments

Since these students have been exposed to both an IDE in CS 114 and 124 and the command line environment in CS 325, they were asked to express what was easy as well as difficult about the transition from one environment (IDE) to the other (command line). The easy things about the transition were:

- Same language was being used/Syntax did not change (four students)
- Already knew how to use the command line environment (four students)
- File traversal was easier (one student)
- Code copying and pasting into the environment (one student)
The difficult things about this transition were:

- Compiling on the command line (one student)
- Inputting arguments on the command line (one student)
- None of the compilers provided detailed debugging options (one student)
- Lose syntax highlighting (two students)
- Lose the ability to click a button to compile and execute a program (one student)
- Learning all of the commands (five students)
- Remembering to manually add “include” statements to the program (one student)

4.7.2. IDEs vs. Command Line: Favorite

When asked about their favorite environment to use and the factors that lead them to their decision, out of the ten students interviewed, eight of them (80%) chose the IDE to be their favorite while the remaining two (or 20%) chose the command line. Figure 12 shows a graph of these results.

![Figure 7: Favorite Programming Environment](image)
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The following table, Table 3, shows a list of factors that caused the students to decide their favorite environment:

<table>
<thead>
<tr>
<th></th>
<th>Microsoft Visual Studio (IDE)</th>
<th>Eclipse (IDE)</th>
<th>Command Line</th>
</tr>
</thead>
<tbody>
<tr>
<td>Has a powerful debugging tool</td>
<td>Likes the interface (one student)</td>
<td>Command Line is better for smaller projects (one student)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>(one student)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Likes the interface (one student)</td>
<td>Easy to use (one student)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Easy to use (one student)</td>
<td>Easier to understand (one student)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Does everything it needs to do (one student)</td>
<td>More user-friendly (one student)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Easier to learn (one student)</td>
<td></td>
<td></td>
<td>Takes up less space on the computer (one student)</td>
</tr>
<tr>
<td>Great for basic programming</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

4.7.3. IDEs vs. Command Line: More Efficient

In addition to the information asked in Section 4.6, the students were asked which programming environment was more efficient for programming. Out of the nine students who responded to this question, six of them (~67%) believed that the IDE was more efficient while the remaining three (or ~33%) said the command line. Figure 13 shows a graph of these results.
Some of the reasons why certain students believed that the IDE was more efficient was because of better file organization, code can be generated without being written, and easier format layout for programming. Reasons why the command line was believed to be efficient was due to the user not being distracted by features in order to stay focused on the program.
4.8 Student Mentor Interview

This student was asked additional questions about the students’ performance with the command line environment in CS 150 along with his experience with the environments. In particular, this assistant stated that the CS 150 students were becoming comfortable and “fluent” with VIM. Another response was that on average the students were comfortable in learning and applying the basic commands. A third observation seen was that the saved files (programs) were very easy to find when using VIM as opposed to Microsoft Visual Studio. This mentor believed that Microsoft Visual Studio required learning how to use the file directory in order to find particular programs that were saved in the environment.
5. ANALYSIS AND DISCUSSION OF RESULTS

When comparing the amount of programming experience between both groups, the results were close. The students from both the original sequence (60%) and new sequence (~54%) had a fair amount of programming experience prior to taking either CS 114 or 150. The chi-square analysis showed that the amount of experience between both groups was evenly distributed.

This question in general required a binary yes or no answer. Each student was asked whether or not they had any programming experience prior to enrolling in their respective course but this introduced another question that concerned how much prior experience did each student have. Just because a student answered yes to this question did not really measure if their programming experience was based on a one day programming assignment, months of programming, or even years of experience. However, the scope of this question and how it was related to this study showed that the students from both groups were evenly distributed with prior experience.

The initial responses to these environments contrasted much more. The majority of the students (~78%) who took CS 114 had a positive response to their initial experience with Microsoft Visual Studio. The CS 150 students roughly had half (~46%) to respond in the same way about the command line environment. By looking at the chi-square analysis from these results, the distribution showed that the amount of students who had a positive initial response to
Microsoft Visual Studio was significantly greater than those students who responded positively to the command line. This contrast could be based on the visual appearance of the IDE being more attractive than the command line. By looking at Table 3 that contains a list of reasons that lead some students to favor IDEs over the command line, the students mostly provided visual reasons. For example, these students typically gave responses such as: liked the interface, was easy to use, and it was more user-friendly as the reason for choosing the IDE over the command line. Seemingly, the interface of the Microsoft Visual Studio (and Eclipse) may have been more attractive and enjoyable to the students in CS 114. On the other hand, the appearance of the command line environment along with less than half of these students not having previous programming experience may have been the critical reason why the students in CS 150 gave a significantly lower positive initial response.

When analyzing the level of comfort these students have with these environments, the students who used Microsoft Visual Studio were at least fairly comfortable with using the environment. Between the three categories shown in Section 4.3, there were more students to say that they were very comfortable with Microsoft Visual Studio than those who were fairly comfortable. In addition, there were no students who claimed to be uncomfortable with the environment. On the other hand, the CS 150 students were almost even in the categories of very comfortable and fairly comfortable. In addition, there were a couple of students who were still uncomfortable with the command line.

However, the chi-square analysis indicated that there was nothing significant about the differences from these distributions. By observing the actual data from Figure 5, the differences in the amount of students who were not comfortable, fairly comfortable, or very comfortable
between both groups only varied by at most three students (Fairly comfortable: 3 students who took CS 114, 6 students who took CS 150, varied by three students).

By looking at the two categories used to compare the amount of time it took the students to become comfortable with these environments, a chi-square analysis showed that there is no significant difference between the two groups. However, the most frequent response by the students concerning the time frame for becoming comfortable with their environment were within one month or less. For the seven students from CS 114 who took less than a month to get comfortable with Microsoft Visual Studio, three students, which was the most frequent amount, stated that it took them about one month. Out of the nine students from CS 150 who also fell into the same category, five of them (most frequent) stated it took them one to three weeks. The second most frequent amount of students to become comfortable with Microsoft Visual Studio in a month or less was two students who stated that their confidence came after the first project; for the students in CS 150, the next frequent amount was three students who stated that it took them not long at all to get comfortable with the command line. In contrast, the amount of time it took the students who were not comfortable after one month varied. There were no students who reached their comfort level in a similar amount of time. Overall, the majority from both groups became comfortable with their respective environment within one month or less.

When observing the easiest attributes seen from these environments, the students in CS 114 most frequently mentioned Microsoft Visual Studio’s ability to automatically format and align code along with being able to compile and execute a program with just a click of the button (each statement was said by four students). The second most frequent response consisted of three statements: syntax highlighting, managing projects, and debugging (each statement was said by
two students). The remaining attributes that made Microsoft Visual Studio easy was stated by one student per statement. For the command line, the ideal of the environment being easy to understand was the most frequent response by the students in CS 150 (said by four students). The remaining responses only consisted of one student per response.

When looking at what the students saw as difficult about these environments, the most frequent response from the CS 114 students was that the debugger was unclear (said by three students). The number of times this statement was said almost equaled the amount of students who stated that debugging was actually an easy attribute. The other difficult attributes about Microsoft Visual Studio had only one student per statement. For the command line, there was only one statement that was said by more than one student which concerned adapting to the environment (two students). The other statements consisted of one student per statement.

The relevance of obtaining skill ratings from these students based on their programming language was to determine if there were any potential confounding factors. By looking at the programming languages used on these environments, the CS 114 students, who used C++, gave an average skill rating of 6.94. The CS 150, who used Python, gave an average skill rating of 5.23. These results were interesting because C++ is generally thought to be a much harder language than Python. However, one confounding factor was that the students in the original sequence have already had multiple semesters of C++ while the students in Python only had one. Another possible factor could be the environments. If so, then this implies that the IDE was having a better effect on how the students are learning to program.

As far as transitioning from Microsoft Visual Studio to a command line environment, the most frequent statements concerning the easiness of the transition were: the syntax did not
change due to the same language being used or the students’ already knew how to use the environment because of previous experience (each statement was said by four students). But when observing the difficult aspects about this transformation, the most frequently stated issue was the idea of learning all of the commands (said by five students); only one student from CS 150 stated this as a hard attribute of the command line. This however was not surprising since the students typically began programming using an IDE that could perform various kinds of actions via a button click. This introduces the question of whether students who use an IDE actually understand the activities involved in the procedure for programming. Rather than just knowing to click a certain button option on the interface to perform an action, do they understand what is going on behind the scenes? There are also other statements made by these students that suggest the possibility of them being “spoiled” by the IDE which caused them to lose out on the full understanding of programming. For example, inputting arguments on the command line, compilers not providing detailed debugging options, no syntax highlighting, and remembering to manually add certain statements to a program are things that can help a programmer understand the basics of programming. By manually performing these actions, the programmer can get a more hands-on feel for programming. In many cases the programmer who uses an IDE is prevented from manually performing certain actions as stated above and therefore could potentially lack the understanding of what is actually occurring in the program.

When looking at what these students chose as their favorite environment, majority of them (~80%) liked the IDE. Since some of these students were currently in CS 357, which teaches the Java language, there was a mixed preference between Microsoft Visual Studio and Eclipse. As stated earlier, the major reasons for these students liking the IDEs seems to be based
on their visual appearance with the exception of a couple of reasons which were: *it has a powerful debugging tool, and great for basic programming*. The two students who chose the command line as their favorite gave reasons such as: *the command line is better for smaller projects, it is quicker to use, or it takes up less space on the computer*. It seemed that these students liked the command line because it performed in an efficient manner.

In addition, these students were asked about the more efficient environment out of the two. The majority of these students chose the IDE; only three students chose otherwise. Some of the reasons why these students thought the IDE was more efficient was because it had better file organization, the code could be generated as well as written, and it was easier to layout the format for programming. The major reason why the other students chose the command line was because it allowed the user not to be distracted by different features.
5.1 What Do These Results Imply about these Environments?

By only observing what the students said in regard to these environments without focusing on any other factors, it seemed that the IDE was the better environment. The criteria used to obtain these results show that more students in CS 114 who used the IDE had a higher rate of positive responses, they were more comfortable with this environment, only two of these students took more than a month to get comfortable, and more easy attributes were stated about this environment. However, summarizing this data does not give accurate proof that an IDE is better than the command line. One problem is that both student samples are not that big, therefore it is not best to say that just because the students from the original sequence had more students to have a positive initial response, a greater level of comfort, and more things to say about the easy attributes than hard attributes does not prove that an IDE is better. Based on the chi-square analyses performed on much of these results, most of the criteria, with the exception of the initial response to the environment, had an even distribution between both samples.

Another factor is the visual appearance of the IDE. Many reasons why the students favored the IDE were because of its visual features. But does appearance alone make an IDE better than the command line. In order for the IDE to be more suitable than the command line, it must help the programmers, in particular novices, with acquiring the basic programming skills that will help them become successful programmers. Therefore, it is better to say that the stated hypothesis for this study, an IDE is actually a better learning environment compared to a Command Line/Console for novice programmers to use, could not be proven based on these results, because
there were no significant factors, with the exception to the initial responses to the environment, that made one environment better than the other. Rather, there is a question of whether these environments may be equally matched in suitability for programmers, especially for novices.
6. THREATS TO VALIDITY

There were a few observations from these interviews that posed as threats to validity for this study. The first observation was that the students who took the original course sequence of CS 114, 124, and 325 had more experience with using the C++ language unlike the students in CS 150 who only had one semester of Python. It was somewhat expected that the programming skill ratings for C++ students would be higher than the students who use Python due to more exposure. This observation relates to the second observance, which is that the students involved in the original sequence also had at least two semesters of exposure to Microsoft Visual Studio compared to the students in the new sequence who had only one semester of exposure to the command line.

A third observation is that the students who took the original course sequence lacked diversity when compared to the CS 150 students. The students interviewed were mostly Caucasian males. The information retrieved from these students was not invalid but it would have been better if this information could have come from a pool of diverse students. However, this sample was a good representation of the student population of CS 325 and 357. From the sample, 80% of the students were Caucasian male; the population showed that ~79% of the students were Caucasian male. In the sample, only 10% of the students were Non-Caucasian while the larger population was ~13% Non-Caucasian. When concentrating on the difference in gender, 80% of the student sample consisted of male students while the population of males was
The percentage of females in the sample was 20% while the population showed a percentage of ~16%.

Another observation relates to the fact that the CS 150 students were not all Computer Science majors. Only one student was actually a Computer Science major. Even though these students provided a great amount of information about the command line in Linux, there was a chance that the sample’s representation of students may not have been a good representation of the CS 150 population. Currently, the representation of the CS 150 student population is unavailable.

A final observation was that these results represented only a sample of students. This leaves open a question of whether or not the results would differ if a totally different sample of students are interviewed. An alternative approach to resolving problem is to increase the sample to include all of the students who are (or were) taking these courses in order to make the results even stronger.
7. FUTURE WORK

From these interviews, the overall objective was to provide background information on which environment was potentially more suitable for learning to program, specifically for novice programmers. It was the intent that this information would provide the groundwork for the study or studies that needed to be done concerning this question; much of this future work would be done as part of dissertation research. As an immediate future work, questionnaires will be generated for similar courses offered in the Fall. In addition, the second course of the new sequence, CS 250, will be offered for the first time where the students enrolled in this course will be studied.

Another future work is creating a hands-on study where students will be asked to write a program using either of the two environments. A key variable for this work would be Ease of Use, which could be measured through components such as: the easiness of writing the assignment in the environment, time to complete the assignment, was the right output produced, and how easy was it to detect and correct errors along with compiling and executing the program. This kind of study could potentially provide stronger evidence about the suitability of either environment.

Another idea is to study whether the functionality as well as the visual appearance of an IDE robs the programmer from developing the necessary skills for programming. As stated earlier in this study, most of the students in the original sequence picked the IDE (Microsoft Visual Studio or Eclipse) as their favorite environment. However, the results of their transition
from an IDE to the command line showed that the attributes they saw as difficult were things that
typical command line programmers are comfortable at using.

As stated in Chapter 6, most of the students in the sample and population of CS 325 and
357 were Caucasian males. This raised a question of whether there were ethnicity as well as
gender related differences in learning to program, which is another potential future work. If there
are actual differences, are these differences the reason for the lack of diversity in upper level
Computer Science courses?

Another future work is to perform more interviews and surveys with a different sample of
students to see if there are actually some significant differences among the groups based on the
criteria used for this study. In addition, another alternative work is to involve more student
mentors who help students in lower level courses that use these environments. While in the lab,
these mentors could take notes based on a set of criteria that would be used to obtain the
necessary data needed to explore which environment is more suitable.
8. CONCLUSION

The intent of this research was to set the background for further studies in determining which environment is more appropriate for a novice programmer to use when learning to program, whether it is an Integrated Development Environment or a command line environment. The results from these interviews/surveys, however, did not indicate anything that would prove one environment is more suitable than the other. Instead, this research has generated questions when studying these environments such as: are these environments equally suitable for novice programmers, is an IDE’s functionality a detriment to a programmer learning to program, and are there differences in how a student learns to program based on ethnicity and/or gender. In addition, there are future studies that can be done to strengthen or weaken the results found in this research such as: an empirical hands-on study that allows for students to experiment with both environments, or change/increase the student sample and perform this study again to see if there are actual differences that would make one environment potentially more suitable than the other. A main contribution that is made from this study is that IDEs may be more attractive and appealing to users due to their user-friendly background but what is “attractive” does not necessarily mean that it is “better” or “more suitable” for novice programmers who are in the process of learning to program. An environment may be more engaging and interesting to students, but that may or may not translate into better programming abilities in terms of writing, debugging and using code, and it may not imply the kind of deeper understanding that should lead to better performance in more advanced courses and assignments.
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APPENDIX A. CS 325 AND 357 INTERVIEW QUESTIONS
This appendix includes the questions that were asked of the students who were taking either or both CS 325 and 357. These interviews were done during the final week of the Spring 2009 semester.
CS 325 and 357 students

1. Demographic questions: Gender, age, major, current CS class, ethnic background …

2. When you started out in CS 114, you used Microsoft Visual Studio and the C++ language.
   a. Was that your first programming experience? If not, what was your first language and environment?

3. What was your initial response to the programming environment you had in CS 114?

4. What was the easiest thing about your programming environment in CS 114?

5. What was the hardest thing about your programming environment in CS 114?

6. How comfortable are you now with this programming environment?

7. How long did it take to get comfortable using this environment?

8. If you started out with Visual Studio in CS 114, how did moving from Visual Studio to a command line environment in CS 325 and 357 change the way you think about programming?
   a. What were some of the easiest things about the transition?
   b. What were some of the hardest things about the transition?

For students who have learned more than one programming environment and/or language, these additional questions are planned. (Students who have completed the CS introductory sequence will have learned more than one programming language, thus they will get these questions.)

9. Which is your favorite programming environment?
   a. Why? What factors led you to this?

10. Which environment do you feel is more efficient for programming?
11. Which programming environment makes it easier to debug code?

12. Did the particular programming languages have an effect on your decisions? (For example, is Python easier to learn than C++ or vice versa?)

13. If you had learned C++ in a Linux environment, or Python in a Visual Studio type of environment, how do you think that would have changed your learning experience?
   
   a. How do you think that would change your understanding of the language?
   
   b. How do you think that would change your understanding of the programming process?
   
   c. Would you go back and change it if you could? What would you change?

14. On a scale of 1 – 10 (1 being extremely poor, 10 being extremely well), how would you rate your overall programming skills in:
   
   a. C++?
   
   b. Java?
   
   c. Any other language learned?
APPENDIX B. CS 150 SURVEY QUESTIONS

This appendix includes the questions that were asked of the students who were taking CS 150 after a focus group discussion that took place during the final week of the Spring 2009 semester.
Questions for CS 150 students

1. Demographic questions: Gender, age, major, current CS class, ethnic background …

2. When you started out in CS 150, you used the Linux environment and the Python language.
   a. Was that your first programming experience? If not, what was your first language and environment?

3. What was your initial response to the programming environment you had in CS 150?

4. What was the easiest thing about your programming environment in CS 150?

5. What was the hardest thing about your programming environment in CS 150?

6. How comfortable are you now with this programming environment?

7. How long did it take to get comfortable using this environment?

8. On a scale of 1 – 10 (1 being extremely poor, 10 being extremely well), how would you rate your overall programming skills in:
   a. Python?
   b. Any other language learned?